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**1 Frequent Consolidation**

In Fibonacci Heaps, the consolidate procedure is called only during ExtractMin(). That makes the data structure rather “messy”. In this problem, we explore some ways that might make Fibonacci Heaps tidier. Throughout, we will keep the same invariant as before: $1 credit on each root in the root list and $2 on each marked node.

1. Recall that in the standard implementation of Fibonacci Heaps, when we insert an item x, we just make x its own heap (with a single item) and add that heap to the root list. Suppose that we modify the Insert operation and have it call the consolidate procedure after each new item is added to the root list. Explain why we cannot maintain the invariant and still have Insert run in Θ(1) amortized time.
2. Here, we are doing consolidation after every insert. Consolidation occurs for the trees with the same degree.

To perform the consolidation we need o(log n) which would be done for $1 credit which is on the root.

But here still the insertion is not o(1) we need to pay extra credits for the future operations.

For example degrees are not in sorted order.

We need extra log n+1 credits to consolidate merging operations which would take o(1) insert time.

Therefore, here the invariant is not maintained since our invariant will change to perform insertion for o(1).

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAA+CAYAAAA4aXupAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAGiSURBVFhH7dS9SxxBFADwDdhJbJQEAik1EhsxksoUSlIFCwubcH+AqbwYISTNuvNxh57ozrydebN3R0ALwSZFOAUhJkXqFNZWIX/I5R1MoeWJq837wbI7b3bffG/CGGOMMcYYu6JxcDAeH++GgjAvAbcaAHfTcNOXr3XeebyNOBlD1ZHOPaURrgkbsgw6b2K4OqJozygbfmkod2RRLsRwdYR1Ne3CojT+hzRhI03TkVhVHQXuUxY6y7FYvcEuVRbPJJSbMXRNugfzKcATbfD5rcxAq3U4qm2J2obadrf7MIYTYfyLbM+/kjZ8USYsp8aMNV33raZl6Pf7D+Jrw6PezwmLX6XBP+l+MavAr2YG6iKHd7JApLUV0rV3aSZ+03k9pfq6Nm5x0KGYYjiUaE4V4SfdL6XFfxLCX7ouZO6PGxC6MsceNfRdFv6bAA8K8Fw5/Bw/H96gp00oaVShTYl7KscVbfGDsv6EOnGkAddpyqdpJ78fnFvh/bPU+0e07i9jipuR1i/R720qFpOPrdbobllOxOLN14wxxhhjjLF7kyT/ASbCuGG3OuLjAAAAAElFTkSuQmCC)![](data:image/png;base64,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)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEoAAAAZCAMAAAChFEgaAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAOdJREFUSEulkNEWwyAIQ9v//+mREAStOtfdczpJIHnYdf/BddX4H1VWlEC7/QaVONBuv0ElhJruS9QhovIb/RVSZvRZ97bgBEgaYeBLTGta4Ckgo3TjS46L/BCPtE90nVVVJJNqcF5WdabO+YqyyUxXypn7diAdNtEiNiJF8znwX0zZbAOmM5Mw9IQT2n/rYTJo7hsPZ6ziKEY9JB+GXoeBxtMxeGd2X9XXCN6LSVNjqMI47QMMrOmqNA5uA+aGsQozHsKZGyBzya4qrENqlRsRT+uQPK4x1gDpI2bHqvmtaFsldch9fwAqHQUdLXAIvAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAWCAMAAADpVnyHAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAGJJREFUKFONjkESACEIw+T/n16BoFQ9bE6lmToOK8aEmKgSeaom5Q2VolQeqmSkuIWSpfLmypjTRZg2bKBql9AldA4NUDo0QMk3OvSe4t4scaktXop0qj66FWkiSka/Vb/MPs+IAaGHvT0oAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJoAAABUCAMAAABNw97hAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAA/BJREFUaEPtl+tuZDEIg9v3f+kNxrmQkEDmtJqRup+0OcHYhB9tpf36/gy+vpZN/s5qzgs5Pne1kvvg1Xjr/F8touQU1sLVpNhsh6fRtRRKd6uNuQ0Jywo26lD9hNWwj+Z4YSFHEuYPYLTAOoWJ4KbVD64mUxvUMjBR0Ko+dDmDNw8Mb1BMwUihC3JqkaJnPTC7wDKyD2hO6IKcWqRgYhfB8AJL2gN0Iozdr7dEulESxd4nrIhjeuCMeKpvTsbpRgkQCg5j/2gk6oevfvUqpxYJJFoiOFYowtPv+B5Rv45tfr0l0krL6jnBHprjPUbclUGSj1YxyBa3nguUR4ueIeIGrHteqxiki1vPldZtFj1DxG2trFJpoeXtmIa26yEWPUNWG5VUWpD3NLF5EX05gAraObO4ai6VFvCghHB4qEFhDf2Wmsun8WRJyT8X7Qut1sstNa+fBPqqQmli6m19Sa5Wq+tRcRibR2OC+9VY+pj+3WYy+7U4Yja7IeNZkMmVKvEbwlhqs4erFSChEcGAQGVLyrQH8YJcVTlDe4HCnpzrDGaUnx6WR9SbXgzn3X5TAOXVatF7tOADqqzfLaNZWYQNtIX2asCXsER/B4yTZxFcWq5dfGwXZgi8+VSrfEc8baW7Tn7pzc0qoeczuAyuODOa5H6ArkbT0HXRJkwG9s4YjyT20NTwtBXXlIoajyR20NJwRQfXlcoazy5gdZmrUDji2lLh0bMNSMOB3TOuMZMWD/4y41KgbmHPwl6EZ83l4epQnWGXUEziJEQJpkjKIBJ7O+C6gYMHICRWKx58SkVJPntCw4KMH0KsjlPgmR2rMhEaVvCO5bwaLROeZggNHnirAwkNj+6xuOJIaHDBa4SKflYGj2Ujd0JDks0ULOb3wpdDQ5Lt89v5710t2Oz8ctRP4405vh6+/JurHTd762rnzd65WrDZG1eLNnvbarLYw5d/bDO7WmKzN6yGrQTWWyJLYkQSzsFWgpYHIk9mRg6dg60EVEciU2pICszBVgrEE5EnMyOHzOFO+IRzI0tiRBKuVKtwcOgIJ6Sxqx1fll6FksOxeUX73xI5TBZjh+LCoXXJ/MxUGuDtUJ3YNq5Z3tiMFp/SKzRmtCVQeJl5xmamyKQLepuAh1B6kWmGKQbgUgaF1xFYKtReRH8NdEy/zTiy7xSVDX5ep63WYMPg6Z5VfFX1+ldIHAMrKk84Dc9rNKd/R43L1P0op+v4rbT2L0nG5VXz1FQCqzmGO7JxeRYMpV47RvIMd+Tj8paBemfQfMMdN3m816A4UEXtP93sajWBz7oxlbX/fLPr1U5wJ4HKI35lNdYP+cnVuBuLh3x//wOE4irFIx2P/QAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAUCAMAAAC6V+0/AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAEtJREFUKFOdzFEKwCAQA1H3/peukw1WA0Lp4EfzpI7qxoqRhnKyif4i/3IirZ2vKpA8lYksM4P7jOz/qBnY84qvegj3dJfceChU9QCSHwC/lT7suwAAAABJRU5ErkJggg==)![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAAtCAMAAAB/C3AeAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAIBJREFUOE+Vj1EOgDAIQ/H+l5a2MMC5RN/HaJ9jiXYtTLmMOZxs4NVo8gQfTD4zTASNutJNppxPU0vNKJxNWyrDCQ6mLy3DQhDHlbNRIR/NFO/GlbIYhcj4ItkN3NOYzCo8UuALEszqaZooEz32QXRnE3/M/o7TRdNBvwnGnwK7bqMgAg0Km5LmAAAAAElFTkSuQmCC)

1. The astute observer would correctly claim that the previous question is silly because if we consolidate after every insertion, then the roots in the root list would always have unique degree. If we keep the roots sorted by degree in the root list (starting with degree 0), then we can easily combine the newly inserted x with the heaps already in the root list. The process will be very similar to the ripple-carry adder in the binary counter example for amortized analysis.

For example, if the root list has roots with degree 0, 1, 2, 4 and 7, then we fist merge the new heap (which has degree 0) with the degree 0 root. This makes a root with degree 1, which we merge with the existing root with degree 1. That makes a root with degree 2 which gets merged and forms a root with degree 3. After that we stop merging and the resulting root list has roots with degree 3, 4 and 7. We can just use the $1 stored at each root to pay for the merges, add $1 to the new root and Insert would still run in Θ(1) amortized time. Explain what happens to the amortized running times of Extract-Min, Decrease-Key and Merge operations under such a scheme.

1. Since the process of the merging of the heaps are same as ripple carry adder, insert takes o(1) amortized time by merging using 1$ credit and the new root will get $1 credit.

Extract-Min:

The extract-min will take O(log n) amortized time since the consolidation process is done similar to the ripple carry adder and takes o(log n) to merge with sorted degrees.

Decrease-key:

The decrease-key will take o(log n) amortized time , i.e we need to look through the tree for searching the element as the credits are consumed for the other operations.

Merge:

The merge operations are paid by the credits, therefor the amortized time to merge is O(1).

1. Another variation of the previous scheme is to keep an array Root[ ] indexed by degree so that Root[i] points to the unique heap where the root has degree i (if one exists). That is, we keep an array of roots instead of a list of roots. Does the binary counter scheme still work to keep Insertion at Θ(1) amortized running time? Explain.

Explain what happens to the amortized running times of Extract-Min, Decrease-Key and Merge operations under our new scheme.

1. The binary counter scheme also works here as the indexes represents the degree of the tree. the process of the merging of the heaps are same as ripple carry adder, insert takes o(1) amortized time by merging using 1$ credit and the new root will get $1 credit.

Extract-Min:

The extract-min will take O(1) amortized time since the consolidation process is done similar to the ripple carry adder. The min element can be accessed from the top. And we know the position of degrees for the array.

Decrease-key:

The decrease-key will take o(1) amortized time , i.e the invariant is maintained by cascading cuts property and the credits are paid off.

Merge:

The merge operations are paid by the credits, therefor the amortized time to merge is O(1). Its because of the array accessing time O(1).

**2 All Links before Finds**

Suppose that we use the disjoint-set union data structure for a sequence of m Make-Set, Find-Set and Link operations, but we are told that all of the Link operations are performed before any Find-Set operation. (As usual, assume that there are n Make-Set operations.) Furthermore, suppose that we implement the data structure using both Union-by-Rank and Path Compression. Show that the total actual running time for all m operations is O(m).

Note: Recall that the Link operation is given the two roots of the trees to be merged. Thus, you do not need to perform any Find-Set operations to execute a Link. (This is just an exercise. It would be unclear how an application using this data structure would know which items are roots.)

Hint: Think about paying for the path compression during a Find-Set.

Note: There is no limit on the number of Find-Set operations. While we do know that m is the total number of operations (including Find-Sets), you cannot assume a relationship between m and the number of items n. I.e., the number of Find-Set operations could greatly exceed the number of items n.

1. Make-set = create set {x}

Find-set = return name of set that contains x

Link(name 1,name2) = union of name1 with name2

Union(x,y) : join sets containg x with y

Observations

1. If x is not a root, then rank(x) << rank(parent(x)).

2. If x becomes a non-root, then rank(x) becomes fixed forever.

3. If x is a root, size(x) ≥ 2^rank(x). This is an easy proof by induction on rank. When the rank

of the root is 0, the tree has 1 item and the claim holds. A rank of r + 1 can only be achieved

by linking two trees with roots with rank r. This means the size of the tree doubles while the

rank increases by 1.

4. For r ≥ 0, there are at most n/2^r items that ever achieve rank r during the entire run of the data structure.

5. For all items x, rank(x) ≤ |log n|. Otherwise, size(x) > n.

Union-by rank:

Rank r must have atleast 2^r descendants

All link operations are performed before Find-sets, o(1).

Make-set: O(1)

Link : o(1)

Union : o(log n)

Find-Set o(log n ) amortized

m operations could be large and we don’t have a relation b/w n and m

Worst case find-set operations are o(log n) and after that we can access the array easily, but link operations are done before find-set, total m operations, consider all link operations take m operations without find-set then

Time= m\*o(1)

Time=O(m)

Considering for other cases,

time complexity = O(m)+O(1) +O(log n)

therefore, time Complexity =O(m)

Path Compression:

Invariant: charge the node unless rank(y) << rank (p(y)), after that find-set will pay off

Since, after the path is compressed no need to traverse the log n path of the tree.

Divide ranks into blocks

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| B0 | B1 | B2 | B3 | B4 |

If rank(y) and rank(p(y)) are in different blocks, we think rank(y) << rank (p(y)), then Find-set pays
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Paid by Find-set=
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Paid by Node=
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Link : o(1)

Union : 2 Find-sets + 1 link

Find-Set o(log log n ) amortized

Make set O(1) + node charges =o(log log n)

m operations could be large and we don’t have a relation b/w n and m

time complexity = O(m)+O(1) +O(log log n)

therefore, time Complexity =O(m)

**3 Offline Minimum**

Do Problem 19-1 in CLRS (Problem 21-1 in the third edition), except in part a use the following sequence of operations:

4 6 E 3 1 2 E 7 E 5 E 9 E 8 E E

Note: The premise of this problem is that you can turn the extract-min question around when the problem is offline. Instead of asking

Which item will this call to Extract-Min return?

you ask

Which Extract-Min call will return this item?

For example, if the item in question is 1 (the smallest item), then it will be returned by some call to Extract-Min (unless 1 is inserted after the last call to Extract-Min). So, the question is which call will return 1.

1. a.Given Sequence S=4 6 E 3 1 2 E 7 E 5 E 9 E 8 E E

The breakdown sequence S= I1 , E, I2 , I3 , E, I4 , E, I5 , E, I6 , E, E

I1 ={4,6}

E

I2 ={3,1,2}

E

I3 ={7}

E

I4 ={5}

E

I5 ={9}

E

I6 ={8}

E

E

* m=7

for i =1 to n

j, such that i kj ,

k1 ={4,6}

extracted[1]=4

k1 ={6}

k[2]=k[1] U k[2]

k[2]={6,3,1,2}

j, such that i kj ,

k2 ={6,3,1,2}

extracted[2]=1

k2 ={6,3,2}

k[3]=k[2] U k[3]

k[3]={6,3,2,7}

j, such that i kj ,

k3 ={6,3,2,7}

extracted[3]=2

k3 ={6,3,7}

k[4]=k[3] U k[4]

k[4]={6,3,7,5}

j, such that i kj ,

k4 ={6,3,7,5}

extracted[4]=3

k4 ={6,7,5}

k[5]=k[4] U k[5]

k[5]={6,7,5,9}

j, such that i kj ,

k5 ={6,7,5,9}

extracted[5]=5

k5 ={6,7,9}

k[6]=k[5] U k[6]

k[6]={6,7,9,8}

j, such that i kj ,

k6 ={6,7,9,8}

extracted[6]=6

k6 ={7,9,8}

j, such that i kj ,

k7 ={7,9,8}

extracted[7]=7

k7 ={9,8}

The first call to Extract-Min returns 4

The second call to Extract-Min returns 1

The third call to Extract-Min returns 2

The fourth call to Extract-Min returns 3

The fifth call to Extract-Min returns 5

The sixth call to Extract-Min returns 6

The seventh call to Extract-Min returns 7

Extracted = 4,1,2,3,5,6,7

b. The above method we are implementing is similar to the min-heap process. Where if we encounter input E we return the minimum element from the set and store it in the extracted array.

If E is encountered we return the minimum element, else we insert the value to the min heap we are creating and including all elements as a set.

Therefore, array extracted by offline minimum is correct.

c.

Implement Offline minimum as disjoint dataset as :

* Traverse through the given sequence, make-heap sets till the input is not E, this will take o(log n) time for inserting the link.
* If the input element is E, perform Extract-Min which will be the top element and takes o(1) time.
* Perform the union operations for the different elements to be inserted in the data structure, this will take o(log n).
* Repeat the process.
* The time taken would be o(n) for n input sequence + o(log n) for inserting the elements according to heap + o(1) for extract-min
* Therefor the time would be o(n).
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